What is SPA (Single Page Application)?

A single-page application (SPA) is a web application or website that interacts with the user by dynamically rewriting the current web page with new data from the web server, rather than loading entirely new pages, resulting in faster transitions and a more native-app-like feel.

React enables **Single Page Applications (SPA)** by managing routing on the client-side using **React Router** instead of requiring full-page reloads. When a user clicks on different links, React dynamically renders components without reloading the entire page, making the application feel smooth and fast.

Assume a website with two sections:

1. **Home Page** ("/") – Displays general information.
2. **About Page** ("/about") – Displays details about the application.

Instead of making separate HTML files for each page, React dynamically renders components when users navigate.

Must: *npm install react-router-dom*

*[Code written in main.jsx for routing using Vite build tool]*

*Like i did in Workforce-frontend dashboard – where I made multiple tabs like Home, Projects, Todo, and Reminders. Each of them rendered based on the value of a select variable, routing was done in main.jsx.*

**How This Differs from Traditional Websites**

| **Feature** | **Traditional Multi-Page** | **React SPA** |
| --- | --- | --- |
| Page Reload | Yes (every click) | No (only re-renders component) |
| Speed | Slower (server request) | Faster (client-side rendering) |
| User Experience | Flickering & wait time | Smooth transitions |

What is JSX (JavaScript XML)?

JSX stands for JavaScript XML. It allows to write HTML inside JavaScript and place them in the DOM without using functions like appendChild( ) or createElement( ).

As stated in the official docs of React, JSX provides syntactic sugar for React.createElement( ) function.

Note- We can create react applications without using JSX as well.

Let’s understand **how JSX works**:

Without using JSX, we would have to create an element by the following process:

const text = React.createElement('p', {}, 'This is a text');

const container = React.createElement('div','{}',text );

ReactDOM.render(container,rootElement);

**Using JSX**, the above code can be simplified:

const container = (

<div>

<p>This is a text</p>

</div>

);

ReactDOM.render(container,rootElement);

[JSX](https://www.geeksforgeeks.org/jsx-full-form)is basically a syntax extension of regular JavaScript and is used to create React elements. These elements are then rendered to the React DOM. All the React components are written in JSX. To embed any JavaScript expression in a piece of code written in JSX we will have to wrap that expression in curly braces {}.

**Example of JSX:** The name written in curly braces { } signifies JSX

const name = "Learner";  
const element = (  
 <h1>  
 Hello,  
 {name}.Welcome to GeeksforGeeks.  
 </h1>  
);

While it resembles HTML, JSX is not directly interpreted by browsers and requires transpilation into standard JavaScript.

JSX allows embedding JavaScript expressions within curly braces {} directly into the markup. This feature enables dynamic rendering of content, conditional logic, and data manipulation within the UI structure. Under the hood, JSX is syntactic sugar for the React.createElement function, which generates React elements—plain JavaScript objects representing the UI structure. These elements are then used by React to efficiently update the actual DOM.

Although not mandatory, adopting JSX is widely recommended in React development due to its enhanced readability, maintainability, and tooling support. It streamlines UI development by keeping markup and logic closely integrated, leading to more organized and efficient code.

**In general, browsers are not capable of reading JSX and only can read pure JavaScript. The web browsers read JSX with the help of a transpiler. Transpilers are used to convert JSX into JavaScript. The transpiler used is called Babel.**

What is the difference between Functional Components and Class Components?

Before the introduction of Hooks in React, functional components were called stateless components and were behind class components on a feature basis. After the introduction of Hooks, functional components are equivalent to class components.

Although functional components are the new trend, the react team insists on keeping class components in React. Therefore, it is important to know how these components differ.

On the following basis let’s compare functional and class components:

* **Declaration**

Functional components are nothing but JavaScript functions and therefore can be declared using an arrow function or the function keyword:

function card(props){

return(

<div className="main-container">

<h2>Title of the card</h2>

</div>

)

}

const card = (props) =>{

return(

<div className="main-container">

<h2>Title of the card</h2>

</div>

)

}

Class components, on the other hand, are declared using the ES6 class:

class Card extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<div className="main-container">

<h2>Title of the card</h2>

</div>

)

}

}

* **Handling props**

Let’s render the following component with props and analyse how functional and class components handle props:

<Student Info name="Vivek" rollNumber="23" />

In functional components, the handling of props is pretty straightforward. Any prop provided as an argument to a functional component can be directly used inside HTML elements:

function StudentInfo(props){

return(

<div className="main">

<h2>{props.name}</h2>

<h4>{props.rollNumber}</h4>

</div>

)

}

In the case of class components, props are handled in a different way:

class StudentInfo extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<div className="main">

<h2>{this.props.name}</h2>

<h4>{this.props.rollNumber}</h4>

</div>

)

}

}

As we can see in the code above, **this**keyword is used in the case of class components.

* **Handling state**

Functional components use React hooks to handle state. It uses the useState hook to set the state of a variable inside the component:

function ClassRoom(props){

let [studentsCount,setStudentsCount] = useState(0);

const addStudent = () => {

setStudentsCount(++studentsCount);

}

return(

<div>

<p>Number of students in class room: {studentsCount}</p>

<button onClick={addStudent}>Add Student</button>

</div>

)

}

Since useState hook returns an array of two items, the first item contains the current state, and the second item is a function used to update the state.

In the code above, using array destructuring we have set the variable name to studentsCount with a current value of “0” and setStudentsCount is the function that is used to update the state.

For reading the state, we can see from the code above, the variable name can be directly used to read the current state of the variable.

We cannot use React Hooks inside class components, therefore state handling is done very differently in a class component:

Let’s take the same above example and convert it into a class component:

class ClassRoom extends React.Component{

constructor(props){

super(props);

this.state = {studentsCount : 0};

this.addStudent = this.addStudent.bind(this);

}

addStudent(){

this.setState((prevState)=>{

return {studentsCount: prevState.studentsCount++}

});

}

render(){

return(

<div>

<p>Number of students in class room: {this.state.studentsCount}</p>

<button onClick={this.addStudent}>Add Student</button>

</div>

)

}

}

In the code above, we see we are using **this.state** to add the variable studentsCount and setting the value to “0”.

For reading the state, we are using **this.state.studentsCount**.

For updating the state, we need to first bind the addStudent function to **this**. Only then, we will be able to use the **setState** function which is used to update the state.

### ****Difference between Class Components and Functional Components in React****

React provides two ways to create components: **Class Components** and **Functional Components**. Over time, Functional Components with **Hooks** have become the preferred approach due to better performance and cleaner code.

## **1 ⃣ Class Components**

Class components are ES6 classes that extend React.Component and have a **render()** method to return JSX. They can manage **state** and use **lifecycle methods**.

### ****Example of Class Component:****

import React, { Component } from "react";

class Welcome extends Component {

constructor(props) {

super(props);

this.state = { count: 0 };

}

increment = () => {

this.setState({ count: this.state.count + 1 });

};

render() {

return (

<div>

<h2>Class Component</h2>

<p>Count: {this.state.count}</p>

<button onClick={this.increment}>Increment</button>

</div>

);

}}

export default Welcome;

### ****Key Features of Class Components:****

✅ Uses this.state for managing state.  
✅ Lifecycle methods (componentDidMount, componentDidUpdate, componentWillUnmount).  
✅ Uses this.props to access props.  
✅ More verbose code compared to Functional Components.

## **2 ⃣ Functional Components**

Functional components are JavaScript functions that take props as an argument and return JSX. They **do not have lifecycle methods or state** by default but can manage state using **Hooks**.

### ****Example of Functional Component (with Hooks):****

import React, { useState } from "react";

function Welcome() {

const [count, setCount] = useState(0);

return (

<div>

<h2>Functional Component</h2>

<p>Count: {count}</p>

<button onClick={() => setCount(count + 1)}>Increment</button>

</div>

);}

export default Welcome;

### ****Key Features of Functional Components:****

✅ Simpler syntax, no need for this.  
✅ Uses **Hooks** (useState, useEffect, etc.) for state and side effects.  
✅ Better performance due to fewer overheads.  
✅ Easier to test and maintain.

|  |  |  |
| --- | --- | --- |
| Scenario | Use Class Components | Use Functional Components |
| Managing state | ✅ (Uses this.state) | ✅ (Uses useState Hook) |
| Using Lifecycle Methods | ✅ (Uses componentDidMount, componentDidUpdate) | ✅ (Replaced with useEffect) |
| Performance & Optimization | ❌ Less optimized | ✅ Better performance |
| Code Complexity | ❌ More complex, uses this | ✅ Simpler, easy to read |
| Hooks Support | ❌ Not available | ✅ Uses useState, useEffect, etc. |
| Legacy Codebase | ✅ Used in older React versions | ❌ Only in newer projects |
| State & Side Effects Handling | ✅ Traditional approach | ✅ Hooks simplify logic |
| Reusability | ❌ Harder to reuse | ✅ Custom Hooks enable reusability |

Controlled vs Uncontrolled Components

Controlled and uncontrolled components are just different approaches to handling input from elements in react.

| **Feature** | **Uncontrolled** | **Controlled** | **Name attrs** |
| --- | --- | --- | --- |
| **One-time value retrieval (e.g. on submit)** | ✔️ | ✔️ | ✔️ |
| **Validating on submit** | ✔️ | ✔️ | ✔️ |
| **Field-level Validation** | ❌ | ✔️ | ✔️ |
| **Conditionally disabling submit button** | ❌ | ✔️ | ✔️ |
| **Enforcing input format** | ❌ | ✔️ | ✔️ |
| **several inputs for one piece of data** | ❌ | ✔️ | ✔️ |
| **dynamic inputs** | ❌ | ✔️ | 🤔 |

* **Controlled component:**In a controlled component, the value of the input element is controlled by React. We store the state of the input element inside the code, and by using event-based callbacks, any changes made to the input element will be reflected in the code as well.

When a user enters data inside the input element of a controlled component, onChange function gets triggered and inside the code, we check whether the value entered is valid or invalid. If the value is valid, we change the state and re-render the input element with the new value.

Example of a controlled component:

function FormValidation(props) {

let [inputValue, setInputValue] = useState("");

let updateInput = e => {

setInputValue(e.target.value);

};

return (

<div>

<form>

<input type="text" value={inputValue} onChange={updateInput} />

</form>

</div>

);

}

As one can see in the code above, the value of the input element is determined by the state of the**inputValue**variable. Any changes made to the input element is handled by the **updateInput** function.

* **Uncontrolled component:** In an uncontrolled component, the value of the input element is handled by the DOM itself. Input elements inside uncontrolled components work just like normal HTML input form elements.

The state of the input element is handled by the DOM. Whenever the value of the input element is changed, event-based callbacks are not called. Basically, react does not perform any action when there are changes made to the input element.

Whenever use enters data inside the input field, the updated data is shown directly. To access the value of the input element, we can use **ref**.

Example of an uncontrolled component:

function FormValidation(props) {

let inputValue = React.createRef();

let handleSubmit = e => {

alert(`Input value: ${inputValue.current.value}`);

e.preventDefault();

};

return (

<div>

<form onSubmit={handleSubmit}>

<input type="text" ref={inputValue} />

<button type="submit">Submit</button>

</form>

</div>

);

}

As one can see in the code above, we are **not** using **onChange** function to govern the changes made to the input element. Instead, we are using **ref** to access the value of the input element.

### What is the virtual DOM? How does react use the virtual DOM to render the UI?

As stated by the react team, virtual DOM is a concept where a virtual representation of the real DOM is kept inside the memory and is synced with the real DOM by a library such as ReactDOM.
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**Why was virtual DOM introduced?**

DOM manipulation is an integral part of any web application, but DOM manipulation is quite slow when compared to other operations in JavaScript. The efficiency of the application gets affected when several DOM manipulations are being done. Most JavaScript frameworks update the entire DOM even when a small part of the DOM changes.

For example, consider a list that is being rendered inside the DOM. If one of the items in the list changes, the entire list gets rendered again instead of just rendering the item that was changed/updated. This is called inefficient updating.

To address the problem of inefficient updating, the react team introduced the concept of virtual DOM.

**How does it work?**

![https://d3n0h9tb65y8q.cloudfront.net/public_assets/assets/000/002/335/original/virtual_DOM-how_does_it_work.png?1640091427](data:image/png;base64,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)

For every DOM object, there is a corresponding virtual DOM object(copy), which has the same properties. The main difference between the real DOM object and the virtual DOM object is that any changes in the virtual DOM object will not reflect on the screen directly. Consider a virtual DOM object as a blueprint of the real DOM object. Whenever a JSX element gets rendered, every virtual DOM object gets updated.

\*\*Note- One may think updating every virtual DOM object might be inefficient, but that’s not the case. Updating the virtual DOM is much faster than updating the real DOM since we are just updating the blueprint of the real DOM.

React uses two virtual DOMs to render the user interface. One of them is used to store the current state of the objects and the other to store the previous state of the objects. Whenever the virtual DOM gets updated, react compares the two virtual DOMs and gets to know about which virtual DOM objects were updated. After knowing which objects were updated, react renders only those objects inside the real DOM instead of rendering the complete real DOM. This way, with the use of virtual DOM, react solves the problem of inefficient updating.

## **Why is Virtual DOM Efficient?**

|  |  |  |
| --- | --- | --- |
| Feature | Traditional DOM | Virtual DOM |
| **Re-renders the whole page?** | ✅ Yes, even for minor changes | ❌ No, only updates changed elements |
| **Performance** | ❌ Slow (Expensive DOM updates) | ✅ Fast (Minimizes updates) |
| **Batch Updates** | ❌ No | ✅ Yes (Combines updates) |
| **Memory Usage** | ❌ Higher | ✅ Lower |
| **Reconciliation** | ❌ Not optimized | ✅ Uses efficient diffing algorithm |

### ****Key Advantages of Virtual DOM:****

✅ **Minimizes direct DOM manipulation** → Faster updates.  
✅ **Efficient Diffing Algorithm** → detects only necessary changes.  
✅ **Batch Updates** → prevents unnecessary re-renders.  
✅ **Improved Performance** → Reduces layout recalculations and reflows.

**What are props in React?**

The props in React are the inputs to a component of React. They can be single-valued or objects having a set of values that will be passed to components of React during creation by using a naming convention that almost looks similar to HTML-tag attributes. We can say that props are the data passed from a parent component into a child component.

The main purpose of props is to provide different component functionalities such as:

* Passing custom data to the React component.
* Using through this.props.reactProp inside render() method of the component.
* Triggering state changes.

For example, consider we are creating an element with reactProp property as given below: <Element reactProp = "1" />  
This reactProp name will be considered as a property attached to the native props object of React which already exists on each component created with the help of React library: props.reactProp;.

**11. Explain React state and props.**

| **Props** | **State** |
| --- | --- |
| Immutable | Owned by its component |
| Has better performance | Locally scoped |
| Can be passed to child components | Writeable/Mutable |
|  | has setState() method to modify properties |
|  | Changes to state can be asynchronous |
|  | can only be passed as props |

* **React State**  
  Every component in react has a built-in state object, which contains all the property values that belong to that component.  
  In other words, the state object controls the behaviour of a component. Any change in the property values of the state object leads to the re-rendering of the component.

Note- State object is not available in functional components but, we can use React Hooks to add state to a functional component.

**How to declare a state object?**

*Example:*

class Car extends React.Component{

constructor(props){

super(props);

this.state = {

brand: "BMW",

color: "black"

}

}

}

**How to use and update the state object?**

class Car extends React.Component {

constructor(props) {

super(props);

this.state = {

brand: "BMW",

color: "Black"

};

}

changeColor() {

this.setState(prevState => {

return { color: "Red" };

});

}

render() {

return (

<div>

<button onClick={() => this.changeColor()}>Change Color</button>

<p>{this.state.color}</p>

</div>

);

}

}

As one can see in the code above, we can use the state by calling **this.state.propertyName** and we can change the state object property using **setState** method.

* **React Props**

Every React component accepts a single object argument called props (which stands for “properties”).  These props can be passed to a component using HTML attributes and the component accepts these props as an argument.

Using props, we can pass data from one component to another.

*Passing props to a component:*

While rendering a component, we can pass the props as an HTML attribute:

<Car brand="Mercedes"/>

The component receives the props:

*In Class component:*

class Car extends React.Component {

constructor(props) {

super(props);

this.state = {

brand: this.props.brand,

color: "Black"

};

}

}

*In Functional component:*

function Car(props) {

let [brand, setBrand] = useState(props.brand);

}

Note- Props are read-only. They cannot be manipulated or changed inside a component.

## **Props and State in React**

In React, **props** and **state** are two essential concepts for handling data within components. They determine how data flows and how the UI updates when data changes.

## **1 ⃣ what are Props in React?**

### ****Definition:****

* **Props (short for "Properties")** are **read-only** data that are passed **from parent to child components**.
* They allow components to be **reusable and dynamic** by receiving external values.
* Props **cannot be modified** inside the child component.

### ****Example of Props:****

function Greeting(props) {

return <h2>Hello, {props.name}!</h2>;

}

function App() {

return <Greeting name="Srajan" />;

}

export default App;

✅ The Greeting component **receives "Srajan" as a prop** and displays it.  
✅ Props **come from the parent component (App)** and cannot be changed inside Greeting.

### ****Key Characteristics of Props:****

✔ **Passed from parent to child**  
✔ **Immutable (Cannot be changed inside the component)**  
✔ **Used for reusability**

## **2 ⃣ What is State in React?**

### ****Definition:****

* **State** is a data container that a component **owns and manages itself**.
* It allows components to **dynamically update the UI** when data changes.
* State is **mutable** (can be changed using setState or useState).

### ****Example of State:****

import React, { useState } from "react";

function Counter() {

const [count, setCount] = useState(0);

return (

<div>

<p>Count: {count}</p>

<button onClick={() => setCount(count + 1)}>Increment</button>

</div>

);

}

export default Counter;

✅ The Counter component **manages its own count state**.  
✅ When the button is clicked, the state updates, and **React re-renders only the changed part**.

### ****Key Characteristics of State:****

✔ **Managed inside the component**  
✔ **Mutable (can be changed using setState or useState)**  
✔ **Triggers re-rendering**

## **3 ⃣ Difference Between Props and State**

|  |  |  |
| --- | --- | --- |
| Feature | Props | State |
| **Definition** | External data passed from parent to child | Internal data managed by the component |
| **Mutability** | ❌ Immutable (cannot be changed) | ✅ Mutable (can be updated) |
| **Ownership** | Controlled by the **parent** component | Controlled by the **component itself** |
| **Update Effect** | Does **not** trigger re-rendering | **Triggers re-rendering** |
| **Usage** | Used for **passing data** to child components | Used for **dynamic UI updates** |
| **Changes** | Cannot be modified by the component | Modified using setState or useState |

## **4 ⃣ When to Use Props vs. State?**

✅ **Use Props** → when passing **static or external data** (e.g., component settings, API data).  
✅ **Use State** → when a component **needs to update its own data dynamically** (e.g., form inputs, counters).  
✅ **Use Both Together** → a **parent component** can store data in state and pass it to **child components as props**.

## **Conclusion**

* **Props = External data, Read-only, Passed from Parent to Child**
* **State = Internal data, Mutable, Controls Component Behavior**
* React efficiently updates UI using **state changes** and **props flow**.

### ****Types of Side Effects in React Components****

A **side effect** in React refers to **any action performed by a component that affects something outside its scope**, such as updating the DOM, fetching data, or subscribing to events. Since React components should remain **pure functions** (i.e., given the same input, they should produce the same output), **side effects should be handled properly** using the useEffect Hook.

## **1 ⃣ Types of Side Effects in React**

### ****1. Data Fetching Side Effects (API Calls)****

✅ Fetching data from an external API and updating the state when the component mounts.

🔹 **Example (Fetching Data from an API)**

import React, { useState, useEffect } from "react";

function FetchData() {

const [users, setUsers] = useState([]);

useEffect(() => {

fetch("https://jsonplaceholder.typicode.com/users")

.then((response) => response.json())

.then((data) => setUsers(data));

}, []); // Empty dependency array = Runs only on mount

return (

<ul>

{users.map((user) => (

<li key={user.id}>{user.name}</li>

))}

</ul>

);}

export default FetchData;

✅ useEffect runs **once on mount** (empty [] dependency array).  
✅ Prevents unnecessary API calls on every render.

### ****2. Event Listeners Side Effects****

✅ Adding or removing event listeners (e.g., click, keydown events).

🔹 **Example (Adding/Removing a Window Event Listener)**

import React, { useEffect } from "react";

function KeyLogger() {

useEffect(() => {

const logKey = (event) => console.log(`Key Pressed: ${event.key}`);

window.addEventListener("keydown", logKey);

return () => {

window.removeEventListener("keydown", logKey); // Cleanup on unmount

};

}, []);

return <h2>Press any key and check the console!</h2>;

}

export default KeyLogger;

✅ **Cleanup function (return () => {...})** prevents memory leaks.  
✅ window.removeEventListener() runs when the component **unmounts**.

### ****3. Updating the DOM (Manual DOM Manipulation)****

✅ Sometimes, React may not provide built-in ways to manipulate the DOM, requiring direct modifications.

🔹 **Example (Manually Updating Title)**

import React, { useEffect, useState } from "react";

function DynamicTitle() {

const [count, setCount] = useState(0);

useEffect(() => {

document.title = `Count: ${count}`;

}, [count]); // Runs when 'count' changes

return (

<button onClick={() => setCount(count + 1)}>Click Me: {count}</button>

);

}

export default DynamicTitle;

✅ React updates the page title dynamically based on count.  
✅ Only runs when count changes to **prevent unnecessary updates**.

### ****4. Subscriptions Side Effects (WebSockets, Intervals)****

✅ Used when a component needs to **subscribe to real-time data** (e.g., WebSockets, Firebase, intervals).

🔹 **Example (Real-time Clock using setInterval)**

import React, { useState, useEffect } from "react";

function Clock() {

const [time, setTime] = useState(new Date().toLocaleTimeString());

useEffect(() => {

const interval = setInterval(() => {

setTime(new Date().toLocaleTimeString());

}, 1000);

return () => clearInterval(interval); // Cleanup on unmount

}, []);

return <h2>Current Time: {time}</h2>;

}

export default Clock;

✅ Uses setInterval to update time every second.  
✅ clearInterval(interval) prevents memory leaks when the component unmounts.

### ****5. Local Storage or Session Storage Side Effects****

✅ Used for **persistent data storage** (e.g., storing user preferences, authentication tokens).

🔹 **Example (Saving Data in Local Storage)**

import React, { useState, useEffect } from "react";

function LocalStorageExample() {

const [name, setName] = useState(() => localStorage.getItem("name") || "");

useEffect(() => {

localStorage.setItem("name", name); // Save to localStorage

}, [name]);

return (

<input

type="text"

value={name}

onChange={(e) => setName(e.target.value)}

placeholder="Enter your name"

/>

);

}

export default LocalStorageExample;

✅ Uses localStorage.getItem() to **persist data across reloads**.  
✅ Updates localStorage whenever name state changes.

## **2 Best Practices for Handling Side Effects in React**

✅ **Always clean up effects** (especially event listeners, intervals, WebSockets).  
✅ **Use dependency arrays correctly** to **avoid infinite loops**.  
✅ **Avoid unnecessary API calls** by using useEffect dependencies.  
✅ **Use useRef for non-reactive values** when needed.

## **3 ⃣ Summary Table: Types of Side Effects in React**

|  |  |  |
| --- | --- | --- |
| **Type** | **Example Use Case** | **Cleanup Needed?** |
| **Data Fetching** | Fetch API data when component mounts | ❌ No (unless polling) |
| **Event Listeners** | Adding/removing click, keydown events | ✅ Yes (removeEventListener) |
| **DOM Updates** | Updating document.title dynamically | ❌ No (React handles updates) |
| **Subscriptions** | WebSockets, Firebase, setInterval | ✅ Yes (clearInterval, unsubscribe) |
| **Local/Session Storage** | Persisting user preferences | ❌ No (unless clearing storage) |

## **Conclusion**

* React **manages side effects with useEffect** to ensure efficiency.
* **Different types of side effects** (API calls, event listeners, storage, etc.) require different handling techniques.
* **Always clean up unnecessary side effects** to **avoid memory leaks and performance issues**.

## **How to Pass Data from Child to Parent?**

We use **a function (callback) defined in the parent** and **pass it as a prop** to the child. The child component **calls this function with data**, and the parent component receives the data.

### ****Example: Sending Data from Child to Parent****

#### **📌 Parent Component (**App.js**)**

import React, { useState } from "react";

import Child from "./Child";

function App() {

const [message, setMessage] = useState("");

// Function to receive data from Child

const handleDataFromChild = (data) => {

setMessage(data);

};

return (

<div>

<h2>Parent Component</h2>

<p>Data from Child: {message}</p>

<Child sendData={handleDataFromChild} />

</div>

);

}

export default App;

#### **📌 Child Component (**Child.js**)**

import React from "react";

function Child({ sendData }) {

const sendMessage = () => {

sendData("Hello from Child!"); // Sending data to Parent

};

return (

<div>

<h3>Child Component</h3>

<button onClick={sendMessage}>Send Data to Parent</button>

</div>

);

}

export default Child;

## **2 Explanation of How It Works**

1 **Parent defines a function** (handleDataFromChild) that updates state when called.  
2 **This function is passed to the Child as a prop (sendData)**.  
3 **Child calls sendData("Hello from Child!") on button click**.  
4 **Parent receives the data and updates the state (message)**.  
5 **Parent UI updates with the new data** received from the Child.

## **3 When to Use This Approach?**

✅ When a child component **needs to send user input** to the parent.  
✅ When a child component triggers an **event that affects the parent state**.  
✅ When you need to **lift state up** for shared state management.

## **Alternative Approach: Using Context API or Redux**

If **multiple components** need to share data, instead of passing callbacks, use:

* **Context API** (For lightweight state management)
* **Redux** (For large-scale apps needing centralized state)

# **Event Handling in React**

Event handling in React is the process of **responding to user interactions**, such as clicks, key presses, form submissions, or mouse movements. React follows a **synthetic event system**, which wraps native browser events to ensure **cross-browser compatibility and performance optimizations**.

## **1 How to Handle Events in React?**

### ****✅ Basic Example: Handling Click Events****

In React, event handlers are written as functions and passed as props to elements.

import React from "react";

function ClickHandler() {

const handleClick = () => {

alert("Button Clicked!");

};

return (

<button onClick={handleClick}>Click Me</button>

);

}

export default ClickHandler;

### ****Key Points****

* The event handler (handleClick) is a function.
* onClick={handleClick} is written in **camelCase** (onClick instead of onclick).
* The function **reference** (not handleClick()) is passed to onClick.

## **2 Event Object in React**

When an event occurs, React provides a **synthetic event object**, which contains information about the event.

### ****✅ Example: Using Event Object****

import React from "react";

function EventExample() {

const handleClick = (event) => {

console.log("Event Type:", event.type);

console.log("Button Text:", event.target.innerText);

};

return (

<button onClick={handleClick}>Click Me</button>

);

}

export default EventExample;

### ****🔹 Key Points****

* event is automatically passed to the event handler.
* event.type gives the event type (e.g., "click").
* event.target refers to the element that triggered the event.

## **3 Handling Different Types of Events**

### ****✅ Click Event****

<button onClick={() => alert("Clicked!")}>Click Me</button>

### ****✅ Mouse Events****

<div onMouseEnter={() => console.log("Mouse Entered")}>

Hover Over Me

</div>

### ****✅ Keyboard Events****

<input type="text" onKeyDown={(e) => console.log("Key Pressed:", e.key)} />

### ****✅ Form Submission Event****

import React, { useState } from "react";

function FormExample() {

const [text, setText] = useState("");

const handleSubmit = (event) => {

event.preventDefault(); // Prevents page reload

alert(`Submitted: ${text}`);

};

return (

<form onSubmit={handleSubmit}>

<input type="text" onChange={(e) => setText(e.target.value)} />

<button type="submit">Submit</button>

</form>

);

}

export default FormExample;

### ****🔹 Key Points****

* event.preventDefault() prevents the default form submission behavior.
* onChange updates the state every time the input changes.

## **4 Passing Arguments to Event Handlers**

Sometimes, you need to pass additional data to an event handler.

### ****✅ Using an Arrow Function****

<button onClick={() => handleClick(5)}>Click Me</button>

### ****✅ Using**** bind()

<button onClick={handleClick.bind(this, 5)}>Click Me</button>

## **5 Event Binding in Class Components**

In **class components**, event binding is required when using this.

### ****✅ Wrong Way (Loses**** this ****Binding)****

class Example extends React.Component {

handleClick() {

console.log(this); // Undefined

}

render() {

return <button onClick={this.handleClick}>Click Me</button>;

}

}

### ****✅ Correct Way (Binding in Constructor)****

class Example extends React.Component {

constructor(props) {

super(props);

this.handleClick = this.handleClick.bind(this);

}

handleClick() {

console.log(this); // Correctly refers to the class instance

}

render() {

return <button onClick={this.handleClick}>Click Me</button>;

}

}

### ****✅ Using Arrow Function****

class Example extends React.Component {

handleClick = () => {

console.log(this);

};

render() {

return <button onClick={this.handleClick}>Click Me</button>;

}

}

🔹 Arrow functions **automatically bind this**, so manual binding isn't required.

## **6 Synthetic Events in React**

React uses **Synthetic Events**, which are lightweight event wrappers over native browser events.

### ****✅ Example: Inspecting Synthetic Events****

import React from "react";

function SyntheticEventExample() {

const handleClick = (event) => {

console.log(event); // Synthetic Event Object

console.log(event.nativeEvent); // Native Browser Event

};

return <button onClick={handleClick}>Click Me</button>;

}

export default SyntheticEventExample;

🔹 **Why Synthetic Events?** ✔ Provides **cross-browser compatibility**.  
✔ Improves **performance** by reusing event objects.  
✔ Reduces **memory usage** by event pooling.

## **7 Preventing Event Bubbling & Capturing**

### ****✅ Stopping Event Bubbling****

<div onClick={() => console.log("Parent Clicked")}>

<button onClick={(e) => e.stopPropagation()}>

Click Me (Doesn't Bubble)

</button>

</div>

🔹 e.stopPropagation() prevents the event from bubbling to the parent.

### ****✅ Event Capturing (Use**** onClickCapture****)****

<div onClickCapture={() => console.log("Captured at Parent")}>

<button onClick={() => console.log("Button Clicked")}>Click Me</button>

</div>

🔹 onClickCapture triggers **before** onClick.

## **8 Handling Multiple Events**

Sometimes, you need to handle multiple events inside a component.

### ****✅ Example: Handling Mouse & Keyboard Events Together****

function MultiEventHandler() {

const handleEvent = (event) => {

if (event.type === "click") {

console.log("Mouse Clicked");

} else if (event.type === "keydown") {

console.log("Key Pressed:", event.key);

}

};

return (

<div>

<button onClick={handleEvent}>Click Me</button>

<input type="text" onKeyDown={handleEvent} />

</div>

);

}

export default MultiEventHandler;

## **9 Summary Table: Event Handling in React**

|  |  |  |
| --- | --- | --- |
| **Event Type** | **Example Handler** | **Use Case** |
| Click Event | onClick={handleClick} | Buttons, divs |
| Mouse Events | onMouseEnter={handleMouseEnter} | Hover effects |
| Keyboard Events | onKeyDown={handleKeyPress} | Forms, shortcuts |
| Form Events | onSubmit={handleSubmit} | Form submission |
| Event Bubbling | e.stopPropagation() | Prevents event propagation |
| Prevent Default | e.preventDefault() | Stops default behavior |

## **Conclusion**

✔ **React uses Synthetic Events** for consistency & performance.  
✔ **Event handlers are functions** that update state or trigger actions.  
✔ **Use useState & useEffect to manage event-driven state changes.**  
✔ **Prevent bubbling, use stopPropagation() when necessary.**  
✔ **Use arrow functions to avoid this binding issues in class components.**

**Best articles(Must go through):**

<https://react.dev/learn/responding-to-events\>

<https://www.freecodecamp.org/news/how-to-handle-events-in-react-19/>